Binary Tree Level Order Traversal

# 102Binary Tree Level Order Traversal 二叉树的层遍历

Given **a binary tree**, return the level order traversal of its nodes' values. (ie, from left to right, level by level).

For example: Given binary tree [3,9,20,null,null,15,7],
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## 算法1:递归方法。(必须掌握)

思路：在先序遍历的递归算法的基础上，增加一个level的变量，标识当前的层数，然后将节点值存到List中。层数对应List中的索引。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public List<List<Integer>> levelOrder(TreeNode root) {

ArrayList<List<Integer>> lists = new ArrayList<List<Integer>>();

if(root == null) return lists;

int level = 0;//表示当前层

**helperRecur(root,level,lists);**

return lists;

}

//递归方法

private void helperRecur(TreeNode root,int level,List<List<Integer>> lists){

if(root == null) return ;

if(lists.size() < level +1)

lists.add(new ArrayList<Integer>());

lists.get(level).add(root.val);

**helperRecur(root.left,level+1,lists);**

**helperRecur(root.right,level+1,lists);**

}

}

## 算法2：比较容易理解

思路：一层一层的往下走，利用List<TreeNode>存储当前层的所有节点，然后获取当前层所有节点的值存到List<List<Integer>>中，再获取下一层的所有的节点…，依次类推，直到下一层的不存在节点为止。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public List<List<Integer>> levelOrder(TreeNode root) {

ArrayList<List<Integer>> lists = new ArrayList<List<Integer>>();

if(root == null) return lists;

List<TreeNode> rootList = new ArrayList<TreeNode>();

rootList.add(root);

while(rootList.size() != 0){//下一层没有节点了，就跳出循环

**lists.add(getListVals(rootList));//获取当前层的所有值**

**rootList = getListNodes(rootList);//**获取当前层的所有子节点

}

return lists;

}

//获取List中节点的所有的值

private ArrayList<Integer> getListVals(List<TreeNode> nodes){

ArrayList<Integer> vals = new ArrayList<Integer>();

for(TreeNode node : nodes){

vals.add(node.val);

}

return vals;

}

//获取List中节点的所有的子节点

private ArrayList<TreeNode> getListNodes(List<TreeNode> nodes){

ArrayList<TreeNode> childrenNodes = new ArrayList<TreeNode>();

for(TreeNode node : nodes){

if(node.left != null) childrenNodes.add(node.left);

if(node.right != null) childrenNodes.add(node.right);

}

return childrenNodes;

}

\*/

}

## 算法3：与算法2类似，原理相同。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public List<List<Integer>> levelOrder(TreeNode root) {

List<List<Integer>> al = new ArrayList<List<Integer>>();

List<Integer> nodeValues = new ArrayList<Integer>();

if(root == null)

return al;

**LinkedList<TreeNode> current = new LinkedList<TreeNode>();**

**LinkedList<TreeNode> next = new LinkedList<TreeNode>();**

current.add(root);

while(!current.isEmpty()){

TreeNode node = current.remove();

if(node.left != null)

next.add(node.left);

if(node.right != null)

next.add(node.right);

nodeValues.add(node.val);

if(current.isEmpty()){

current = next;

**next = new LinkedList<TreeNode>();**

al.add(nodeValues);

nodeValues = new ArrayList();

}

}

return al;

}

}

# 二叉树锯齿形层级遍历Binary Tree Zigzag Level Order Traversal

103. Binary Tree Zigzag Level Order Traversal

Given a binary tree, return the zigzag level order traversal of its nodes' values. (ie, from left to right, then right to left for the next level and alternate between).

For example:

Given binary tree [3,9,20,null,null,15,7],
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**算法：递归方法实现。（必须掌握）**在普通层遍历基础上添加层的奇偶判断。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public List<List<Integer>> zigzagLevelOrder(TreeNode root) {

List<List<Integer>> lists = new LinkedList<List<Integer>>();

if(lists == null) return lists;

int level = 0;

helperRecur(root,level,lists);

return lists;

}

public void helperRecur(TreeNode root,int level,List<List<Integer>> lists){

if(root == null) return;

if(lists.size() < level +1){

lists.add(new LinkedList<Integer>());

}

**if(level%2 == 0){ //仅仅这里需要改变**

**lists.get(level).add(root.val);**

**}else{**

**// ((LinkedList)lists.get(level)).addFirst(root.val);**

**lists.get(level).add(0,root.val);**

**}**

helperRecur(root.left,level+1,lists);

helperRecur(root.right,level+1,lists);

}

}

经过测试：发现若使用LinkedList的话，性能比较差，改成ArrayList就是对优秀的。

# 104. Maximum Depth of Binary Tree求二叉树的最大深度

Given a binary tree, find its maximum depth.

The maximum depth is the number of nodes along the longest path from the root node down to the farthest leaf node.

Note: A leaf is a node with no children.
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算法：递归方法。**只需要两行代码**。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public int maxDepth(TreeNode root) {

**if(root == null) return 0;**

**return Math.max(maxDepth(root.left),maxDepth(root.right)) + 1;**

}

}

# 107 Binary Tree Level Order Traversal II二叉树层遍历II

Given a binary tree, return the bottom-up level order traversal of its nodes' values. (ie, from left to right, level by level from leaf to root).

For example: Given binary tree [3,9,20,null,null,15,7],
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算法：

思路：整体与1的层遍历相同。区别是：首先求出二叉树的最大深度，然后将二叉树的第1层当做depth-1层，第2层作为depth-11层，第depth层作为0层即可。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

/\*

public List<List<Integer>> levelOrderBottom(TreeNode root) {

List<List<Integer>> lists = new ArrayList<List<Integer>>();

if(root == null) return lists;

**int depth = maxDepth(root);//get the max depth**

int level = 0;

for(int i = 0;i < depth;i++)

lists.add(new ArrayList<Integer>());

helperRecur(root,lists,level,depth);

return lists;

}

private void helperRecur(TreeNode root,List<List<Integer>> lists,int level,int depth){

if(root == null) return;

lists.get(depth - 1 - level).add(root.val);

helperRecur(root.left,lists,level+1,depth);

helperRecur(root.right,lists,level+1,depth);

}

//get max depth

private int maxDepth(TreeNode root){

if(root == null) return 0;

return Math.max(maxDepth(root.left),maxDepth(root.right)) + 1;

}\*/

//上面的解决方法已经很不错，再优化一点点：上面需要depth-1-level，可以直接认为把来level逆过来，从depth-1递减

public List<List<Integer>> levelOrderBottom(TreeNode root) {

List<List<Integer>> lists = new ArrayList<List<Integer>>();

if(root == null) return lists;

int depth = maxDepth(root);//get the max depth

int level = 0;

for(int i = 0;i < depth;i++)

lists.add(new ArrayList<Integer>());

helperRecur(root,lists,depth-1);

return lists;

}

private void helperRecur(TreeNode root,List<List<Integer>> lists,int level){

if(root == null) return;

lists.get(level).add(root.val);

helperRecur(root.left,lists,level-1);

helperRecur(root.right,lists,level-1);

}

//get max depth

private int maxDepth(TreeNode root){

if(root == null) return 0;

return Math.max(maxDepth(root.left),maxDepth(root.right)) + 1;

}

}

# LeetCode\_100. Same Tree相同二叉树判断

Given two binary trees, write a function to check if they are the same or not.

Two binary trees are considered the same if they are structurally identical and the nodes have the same value.
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算法：递归算法。

思路： 递归思想：两个关键点：

* 一是递归终止条件：若p和q都为null，则返回true；若只有一个是null，则返回false。
* 二是在假设下一级返回结果的基础上，应该进行什么操作？

若当前节点的val不相等，直接返回false；只有当前节点的val相等且左节点和右节点都返回true时，才会返回true。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public boolean isSameTree(TreeNode p, TreeNode q) {

if(p == null && q == null) return true;

if(p == null || q == null) return false;

//递归调用

if(p.val != q.val) return false;

**return (isSameTree(p.left,q.left)&&(isSameTree(p.right,q.right)));**

}

}

# 226. Invert Binary Tree

Invert a binary tree. (难度：easy)

Example:

**Input: Output：**
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递归算法实现：

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public TreeNode invertTree(TreeNode root) {

if(root == null){

return root;

}

swap(root);

return root;

}

private void swap(TreeNode root){

if(root == null || root.left == null&& root.right == null){

return;

}

*TreeNode temp = root.left;*

*root.left = root.right;*

*root.right = temp;*

**swap(root.left);**

**swap(root.right);**

}

}

# 222. Count Complete Tree Nodes

计算完全二叉树的节点数目(不懂)？？？？？

Given a complete binary tree, count the number of nodes.

Note:

Definition of a complete binary tree from **Wikipedia**:

In a complete binary tree every level, except possibly the last, is completely filled, and all nodes in the last level are as far left as possible. It can have between 1 and 2h nodes inclusive at the last level h.

![](data:image/png;base64,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)

算法：利用递归遍历和非递归遍历方法，都出现超时的提醒。

去掉那个-100的判断也是超时提醒。不知道-100的判断是什么作用，设置-10的判断也可以。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public int countNodes(TreeNode root) {

if(root==null){

return 0;

}

Queue<TreeNode> q = new LinkedList<TreeNode>();

q.add(root);

int count=1;

while(!q.isEmpty()){

TreeNode temp = q.poll();

**if(temp.val!=-100){//不懂，为什么加上这句话，就不超时了？？？**

**temp.val=-100;** **//不懂为甚么加上这个就不会超时呢？？？？？？难道temp从q出来，还会再次进去？？？？？？**

if(temp.left!=null){

q.offer(temp.left);

count++;

}

if(temp.right!=null){

q.offer(temp.right);

count++;

}

}

}

return count;

}

}